Algorithms and Collections  
Coursework Part 2

In our program, we created implemented use of out binary search tree class, the java.util.TreeSet class and the java.util.HashSet class. We created items which were chosen randomly to fill each set. We then tested to see the average number of comparisons required to find a specific item This was done a number of times with successful searches and then again with unsuccessful searches. These were repeated numerous times to gain a range of results, between 10 and 50000. These tests were performed on the BST, the TreeSet and the HashSet. The averages were found for each and these are the results:

Comparisons Required to Search for an Item – BST(Successful)

With the Binary Search tree class, we also calculated the height of the tree and its number of leaves. As the size increased, the average height of the tree grew also, but at a much lower rate than the size. The leaves however grew at a great speed, increasing at a similar rate to the size. When the size was 5000, the number of leaves was over 1600. As with the size being 50000, the leaves grew ten times greater. The average comparisons grew steadily by a small amount between sizes, despite there being many more items.

Comparisons Required to Search for an Item – BST(Unsuccessful)

Compared to the test with successful searches, both the average number of leaves and average height were very similar, due to the trees being produce in the same way. There were actually slightly less comparisons on average with the unsuccessful searches compared to the successful ones.

Comparisons Required to Search for an Item – TreeSet(Successful)

The average height of the TreeSet grew at a steady rate and remained the same for each test with a particular size. This is down to the way in which a TreeSet order its items. With the TreeSet, the comparisons were consistently quicker than the binary search tree at every size, but not by a great deal.

Comparisons Required to Search for an Item – TreeSet(Unsuccessful)

Like what had been seen with the binary search tree class, the height remained the same as the successful searches. The comparison results between the successful and unsuccessful searches show that unsuccessful searches took slightly longer. This wasn’t the case in the final search results (they were very similar) but this may have been down to the batch of results.

Comparisons Required to Search for an Item – HashSet

Unlike the other two instances that were tested, the HashSet class works differently. As shown by the results, there is no variation. The results either return 1 for successful or 0 if unsuccessful.

Comparisons Required to Search for an Item – BST added In Order

When the items were added in ascending order and the BST was tested, there were notable changes.  
The of the tree was equivalent to the size-1. The number of leaves were equal to 1 as the tree was unbalanced, similar to this tree:  
![https://www.cs.auckland.ac.nz/~jmor159/PLDS210/niemann/s_fig33.gif](data:image/gif;base64,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)

*Source:* <https://www.cs.auckland.ac.nz/~jmor159/PLDS210/niemann/s_bin.htm>In a successful search, the number of comparisons was equal to the value that was being searched for as it passed through the tree in ascending order. In an unsuccessful search, the number of comparisons was the size of the tree, as it passed through every node.

Overall Thoughts

Overall, binary search trees are useful when the searches fail, but TreeSet is rather more efficient when the search is successful. HashSets are much more efficient due to their simple searches, but they are not represented in a tree however, with no height nor leaves.

Serialization

A *serialVersionUID* had to be added and a **static final long** was used with the deserialization so it knows the receiver is getting a compatible object with serialization from the same place as the object the sender serialized. WriteObject and readObject methods were added so the program could serialize then deserialize. The Item class was made Serializable alsoand had its own *serialVersionUID* added. The code to test the serialization and deserialization was added to the *main* in the test class. This was added in a try-catch to account for exceptions.

Critical Appraisal
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